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ABSTRACT. A review of developments in the area of robot
programming is given. Manual and powered lead-through methods are
discussed, along with programming issues like the planning of
manipulator trajectories, speed and workcell control, and branching.
The main limitations of the lead-through methods are stated.

High level programming languages for industrial robots are introduced.
The concepts of robot-oriented programming and task-level
programming are discussed. The outstanding features of high-level
languages are summarized. New developments to be expected from the
next generation of languages are stated.

1. INTRODUCTION

Robot programming is concerned with teaching the robot its work cycle. It involves
activities such as defining the motion paths within the workspace, interpreting sensory
information, actuating the end effector, sending signals to and recieving data from other
devices, and making computations and decisions about the work cycle. There are several
methods used for programming a robot; they basically fall into one of the two categories
discussed below.

2. LEAD-THROUGH METHODS

In the early 1960’s robot programming started by using a teach-by-showing method. It
requires the programmer to physically move the manipulator through the desired motion
path which is then commited to memory by the robot controller. There are two methods
to accomplish this.

2.1 Manual Lead-through (Walk Through)

In this method the programmer physically grabs the robot arm and manually moves it
through the desired motion/cycle. This is useful for defining a continuous path, where
the work cycle involves smooth complex curvilinear movements of the robot arm, such
as used in spray painting, or in continuous arc welding. The motion cycle is divided into
hundreds or even thousands of individual, closely spaced, points along the path, which
are thep recorded in memory.

2.2 Powered Lead-through

In this method, a teaching pad, which is a hand-held control box with toggle switches,
dials and buttons, is used to power-drive and regulate the robot’s physical movements
and programming capabilities. This is the most commonly used method for programming
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today’s robots. It is limited, however, to point-to-point motions rather than continuous
movement because of the difficulty involved in using the teaching pad to control complex
geometric motions in space. The reason this method is so widely used is that many robot
applications consist of point-to-point movemeants, as in movement of parts, and in spot
welding.

In both the manual and the powered lead through cases a series of points in space are
recorded into the controller’s memory for subsequent playback during the work cycle.
The controller in such systems has two modes of operation; a feach mode for
programming, and a run mode for executing the program.

2.3 Programming issues involved

2.3.1 Planning of manipulator trajectories Given two endpoints of a path in space, obstacle
constraints, and path constraints, the robot controller must come up with an
approximation of the desired path consisting of a sequence of time-based control-set
points of movement from start to destination endpoints of the path. This can be done
by interpolation, using a class of polynomial functions. The path endpoints can be
specified either in Joint-coordinates, or in Cartesian coordinates. It is easier to visualize
the correct end-effector configurations in Cartesian coordinates than in joint-coordinates.
Besides, joint-coordinates are not orthogonal in most manipulators and do not separate
position from orientation. Because of this, Cartesian coordinates are commonly used to
specify the endpoints of a manipulator path, and a coversion routine can be used if
joint-coordinates are desired.

There are a number of possible trajectories between two endpoints in space, depending
on the motion interpolation method specified by the programmer. The possibilities
include

® Joint interpolation, where the manipulator is moved along a smooth polynomial
trajectory satisfying the position and orientation constraints at both endpoints [1].

® Straight line interpolation, where the manipulator is moved along a straight line
path connecting both endpoints [1].

e Circular interpolation, where the programmer is required to specify a circle in the
workspace by giving three points on the circle. The controller computes a series of
points that can approximate the circle in short straight line segments.

® Irregular motion path is used in manual lead-through to specify a continuous path.
Points are used for interpolation to generate thousands of points to be followed.

Methods for computing joint and straight-line interpolations are given in [1]. The
algorithms used in the computaions, however, depend on the anatomy of the robot, i.e.,
polar, cylindrical, Cartesian, or jointed arm [2].

2.3.2 Speed control The speed at which the robot manipulator will run can be specified
during programming by using the dials on the teaching pad to set the speed of different
parts of the program. In the lead-through method, the speed is not usually given as a
linear velocity at the tip of the end effector because it depends on the number of moving
axes at one time, the current axis configuration, and the Joad carried by the manipulator.
This leads to computational complexities in determining the velocity.
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2.3.3 Workcell control The activities of various equipment in the robot workcell must be
coordinated to avoid hazards, errors, and the like. A robot controller would have
predefined input and output lines of communication carrying signals between the
controller and sensors and /or other external devices in the workcell. Push-buttons on the
teaching pad may exist for inserting three basic coordination commands.

e SIGNAL M: instructs the controller to output a signal through output line M.

e WAIT N: The robot must wait at current location until a signal on line N is
received.

e DELAY X: The robot should wait X seconds before proceeding to the next
program step.

2.3.4 Branching This capability allows the programmer to divide a program into one or
more sections, each of which can be thought of as a subroutine that can be called one
or more times during program execution. Most controllers allow a branch to be assigned
one name from an established group of names, enable incoming signals to invoke a
branch, and allow the programmer to specify whether the signal should cause the
currently executing branch to be interrupted or wait until it is completed. Executing a
branch could then be driven either by a sensor signal, a signal from an external device,
or by directly calling the branch by name from within the program. Branching allows
more than one task to be programmed into one robot and signals from sensors or other
external devices to be used for activating the appropriate branch for the task.
Interruption could also be used to activate error handling branches.

Relocatable branching allows the programmer to specify a branch involving a set of
incremental points in space relative to some defined starting point for the branch. This
allows the same set of movements to be performed at different locations in the work
place. Methods for specifying branching and branch definitions vary from one robot to
another, but a branching capability would boost the programming efficiency, making it
easier to edit, and result in shorter programs.

2.3.5 Limitations of Lead-through Methods The limitations of these methods are basically
threefold. The robot can not be used in production while it is being programmed. It
becomes increasingly difficult to program a robot as task complexity is increased. This
kind of programming is not compatible with modern computer-based technologies such
as CAD/CAM systems, networked data communications, and CM (Computer
Manufacturing) systems.

3. HIGH LEVEL PROGRAMMING LANGUAGES

Most of the robot programming languages of today use a combination of textual
highlevel programming to define the logic and sequence of the program, and teaching
pad programming to define the specific point Jocations in the workspace. The first high
level robot language was developed in 1973 as an experimental language called WAVE
at the Stanford artificial intelligence laboratory. It demonstrated the feasibility of robot
hand-eye coordination [2].

Development of a subsequent language called AL began at Stanford in 1974. AL could
be used to control multiple arms in tasks requiring arm coordination. In 1979, the first
commercially available robot high level language called VAL was introduced by
Unimation, Inc. It included many of the concepts of WAVE and AL. Later, in 1984, it
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was upgraded to VAL II.

In 1976, IBM started developing a high level language for robots. The result was two
languages, AUTOPASS and AML. In 1982, AML was made commercially available for
IBM robotic products. Other languages include RAIL, introduced in 1981 by Automatix
for robot assembly and arc welding; MCL, which was developed by McDonnel-Douglas
as an enhancement to APT, the numerical-control part-programming language; and the
robot programming language, HELP, available from the General Electric company.

All languages mentioned above fall into one of two main robot programming language
categories according to their programming approach. Those categories are:

3.1 Robot-oriented Programming

In this category, an assembly task is explicitly described as a sequence of robot motions.
Each program statement corresponds, roughly, to one robot action. Such languages are
usually built as extensions to an existing ordinary high level programming language, such
that robot programming requirements are met. Most current robot programming
languages are of this type. They are characterized by the steps taken to develop a robot
program:

A. The workspace is setup, and parts are fixed by use of fixtures and feeders.

B. Location of parts, specified as an orientation and a position, and part’s features are
defined, using the data structures provided by the language.

C. The required task is partitioned into a sequence of actions, like move, grasp, etc..

D. Sensory commands are added to detect error conditions and monitor the progress
of a task.

As tasks became more and more complex, the programming process became increasingly
difficult because too many details are required to be provided by the programmer.

3.2 Task-level Programming

In this category, an assembly task is described as a sequence of positional goals of objects
rather than the motions needed to reach these goals. So there is no explicit robot
motion to be specified. The programming approach is simpler than before. The steps
involved are also the characteristics of these languages:

A. World Modeling, which is to form a data base describing the geometric and physical
properties of the objects, including the robot itself, and their assembly state in the
workplace.

B. Task Specification, as a sequence of states of the world model, or as a sequence of
symbolic operations on the objects.

C. Robot Program Synthesis is computationally similar to the idea of automatic
program generation. Given a world model, and a task specification, an
automatically generated robot program is required.

The first and second steps are to be done by the programmer, while the third step is to
be performed by the programming language processor. It is one of the most difficult
phases of producing a robot program. Research in this area is still active to solve many
of the difficulties involved, such as task planning, grasp planning, trajectory planning,
obstacle avoidance, and sensory information utilization. Languages of this type are few,
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and most of them lack something in the synthesis part. Task level programming
languages include AUTOPASS and AL.

3.3 Features of High-level Languages
Regardless of the programming approach taken, a robot programming language of today
must have built-in modules or commands offering the following features:

® Motion control, to define manipulator motions, speed, interpolation method(s),
branching, and sensor commands.

® Sensor capabilities, to deal with binary and analog signals, and control external
devices using those signals.

® Intelligence, to be able to modify system behaviour in a programmed manner
depending on information about work environment, such as error recovery and the
like.

® Communication and data processing, to interface and communicate with other
computers and data bases for the purpose of keeping records, generating reports,
and controlling workcell activities.

Additional features that may be incorporated in a robot programming language include
real-time processing, parallel, distributed, and pipelined architectures and algorithms,
artificial intelligence, advanced sensory information, such as machine vision and human
voice recognition, neural networks for adaptive learning, and graphical user interfaces
with graphical and virtual reality programming and simulation.

3.4 Next Generation Languages

The next generation of robot programming languages would be of the task-level type,
where the world model information is entered automatically using vision systems in the
workcell, and program synthesis is done entirely by the computer. The programmer
would only specify the task to be done either by voice or by written command of a high
level, such as "Assemble Computer”. Advanced techniques such as artificial intelligence,
neural networks, and object oriented programming/database systems and others may be
used.

4. LITRATURE ON ROBOT PROGRAMMING

Robot programming is a very active research subject, published litrature span a wide
range of related topics. Here is a sample of recently published work. On the subject of
robot-level programming more information is to be found in [1-28], while task-level
programming is discussed in [1, 29-41]. A brief description and a list of comparative
features of some current robot programming languages are presented in [42]. Recent
progress made in robot programming and task planning systems until 1990 is reviewed
in [43]. Off-line robot programming is an added advantage to a language because the
robot may be reprogrammed without having to be stopped for a long time. Some of the
languages used for off-line programming are given in |23, 25, 44-46].

Trajectory planning using neural networks is investigated in [47]. A parallel processing
approach for finding the shortest path between two endpoints using the wave-front
technique is reported in [48, 49]. A real-time trajectory generation technique for the
Multi-RCCL robot programming system is to be found in [S0]. Automatic path planning
for several arms handling one object and avoiding obstacles by moving the object from
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one arm to another is given in [51)]. Fuzzy expert systems and evolutionary algorithms,
integrated to produce Fuzzy Evolutionary Algorithms, FEA, for automatic trajectory
generation are presented in [52].

Languages for describing objects are discussed in [53, 54]. A neural network model for
acquiring data from a solid modeling data base coupled with the uncertainty of the
grouping process that was used to perform the geometric classification of objects is
presented in [55]. A generic software safety verification and encoding language for safety
critical robot actions are given in [56].

Presentations of newly developed robot programming environments are in made in [9-
10, 25, 37-38, 45, 50, 57-59]. An offline programming system for programming, analysis
and interactive computer simulation of a general five axes manipulator is described in
[44]. Obstacle avoidance algorithms embedded in programming languages can be found
in [60-63]. The extending of programming languages for multi-robot coordination and
programming is presented in [64]. An off-line robot programming system, called
ROPSIM, acting as a true CIME-subsystem and allowing the reuse and exchange of
robot model definition data and program definition data with systems of other origins
and different functionalities is presented in [45].

In task planning, a configuration space approach for moving an object through a crowded
work space is presented in [65]. An elastic network approach for task planning and
obstacle avoidance is presented in [66]. An optimization technique for minimizing a
criterion function derived from the difficulty of state transitions is used for assembly
planning in [67]. An artificial intellegance approach for the automatic assembly planning
is to be found in [68]. A review of recent research in task planning can be found in [43].

Agent-based programming in which small software units are interacting in parallel is
found in [59], and a language based on that, called SAL (the SmartyCat Agent
Language), is presented in [69]. Some issues concerning agent based systems and parallel
programming are discussed in [70].

Graphical environments for robot programming make it easier to program and simulate
a robot. In [11], a behaviour-based graphical robot simulator, JC-3, is used to test the
"meta software" generated by an interactive graphical "agent editor”. An extension to the
C language, called SMALL, gives a graphical environment for robot programming [37],
and virtual reality is used to teach a robot an assembly task in virtual space [36].

The object-oriented paradigm is used in [16-17, 38], and a concurrent object-oriented
real-time robot programming language, called RSPL (Robot Schema Programming
Language), is described in [19].

Artificial Intellegence techniques are widely used for task-level and mobile robot
behaviour programming. For example, robot programming by human demonstration is
discussed in [32, 33]; Sensor based robot programming by creating robot skills is dicussed
in [71]); Redundant robots trajectory planning and programming based on relaxation
networks, M-Nets, and the NEM+ + language is presented in [72]; And a method for
behaviour specification in an unstructured environment for a simple robot insect is
reported in [73].
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Neural networks are also being increasingly used to control and train robots, a s$ample
of the recent litrature describing their use is given in [74-92]. A neural network artificial
brain for controlling around 1000 behaviours in a "robot kitten" is reported as part of the
"CAM-Brain" project in [74]. A study showing the potential of neural networks in mobile
robot applications is given in [76]. A software tool, called ANNECS, for compiling a high
level object-orientd specification into a functionally equivalent neural network is
described in [82]. Methods for learning the robot’s inverse kinematics using neural
networks can be found in [83, 92].

5. CONCLUDING REMARKS

It is clear from the discussion above that programming of industrial robots and the
related languages have witnessed fundamental developments in the past two decades.
It is possible to predict that the developments to take place during the coming two
decades will enable the industrial robot to become a natural component of the
manufacturing environment. The challenges that remain are to render the programming
of robots as a user friendly exercise, and to bring down the initial cost of the robotic
system, without, naturally, sacrificing from the power of flexibility that today’s industrial
robots possess.
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